**2 SAT**

*2-SAT* is a special case of boolean satisfiability. Boolean satisfiability or just *SAT* determines whether we can give values (**TRUE** or **FALSE** only) to each boolean variable in such a way that the value of the formula become **TRUE** or not. If we can do so, we call formula *satisfiable*, otherwise we call it *unsatisfiable*. Look at the example below:

*f* = *A* ∧ ¬*B*, is *satisfiable*, cause A = **TRUE** and B = **FALSE** makes it **TRUE**.

but *g* = *A* ∧ ¬*A*, is *unsatisfiable*, look at this table:

| *A* | ¬*A* | *A* ∧ ¬*A* |
| --- | --- | --- |
| **TRUE** | **FALSE** | **FALSE** |
| **FALSE** | **TRUE** | **FALSE** |

As you can see *g* is *unsatisfiable* cause whatever values of its boolean variables are, *g* is **FALSE**.

**Note:** ¬ in ¬*X* is boolean *not* operation. ∧ in *X* ∧ *Y* is boolean *and* operation and finally ∨ in *X* ∨ *Y* is boolean *or* operation.

*SAT* is a NP-Complete problem, though we can solve *1-SAT* and *2-SAT* problems in a polynomial time.

**1-SAT**

**Note:** This doesn't really exist, I define it cause it help understanding *2-SAT*.

Consider *f* = *x*1 ∧ *x*2 ∧ ...  ∧ *xn*.

**Problem:** Is *f* *satisfiable*?

**Solution:** Well *1-SAT* is an easy problem, if there aren't both of *xi* and ¬*xi* in *f*, then *f* is *satisfiable*, otherwise it's not.

**2-SAT**

Consider *f* = (*x*1 ∨ *y*1) ∧ (*x*2 ∨ *y*2) ∧ ...  ∧ (*xn* ∨ *yn*).

**Problem:** Is *f* *satisfiable*?

But how to solve this problem? *xi* ∨ *yi* and ![http://codeforces.com/predownloaded/00/ab/00aba86ef62a3504cd14b8b8b6cca3a539c02bb2.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEUAAAANCAYAAAD/hqMoAAACnElEQVR42sWW229MURSHZ6bT0Y7SMXRQt2Sa6MS1LlMEERJpaRV1i7tSd00IUkJIiLuEoF5KeBMpDxIPRCISPJHwL/hPfCv5TbIdcuacMZOu5Mu57cvvrL3W2jsSKd3GQyvkoAom6nkaxCKVsX3Qr/nCWC3Mg1meviMg8y+9sYBEnT7miC2wCK5DL2yAnfAGmkOKHilxfjTAdHgC20M4PgEd0AYDsNT5Zu8Hoc7b6Tw8hAc+PIaVap+WqLSeT8E3aIRVMARTQzjEfm4vPIOnRRiU0z9BD4wOMP5caFfb97Db+XZP8/4VeRZSeR8WwGk4qvZNMF/3UTntOcShGkZ5xm/VivjZGDkyCJMhC31wSxE6wWfsvKJsGXyHGXpv0fEBjnnabg26muvgsO6rnNA1B3yEgz59LcI6K1BfLDIfaf6NPu3iut6AF0qnQjD81KIVbAVsCyqgy3GKNzR/wEIncqo9+ZwoMnZURdBq1OYAdCvd7sMBOadY4U3Jeb3Oux3wVfUqqNY/rNMZMOmkyC74AmP1bDvQct1byG6Cs9qp/Jxi41+GS0W4CG/hHbR4ir+f5bR4eefdgOqU2Tg5+wxMCuqUjPLZQvEOXNWOYQO/kqNstdbCTPVpl/AhXcthOdWwXMh+Vgc/wxw9Z1VfCnWyTRpfwpKwoiw1bsIVeda4BuvlkMXO9t2oySyP68vgkBrN1VFCX9N9Dk6qblyAX07am9bV0pouRVydKvgUOcDydbYGjnnS4i4c10SJ/3RKUj9UU0LflMiJPm3PKUfrbTihtK+YZRSO9iNrSvyZcpht1691tiqcsyzl9zhtGhyt3ZUUY0fr/ary2cjwWZMOaC0qqP2i1pOaPdLaXGlB8WGMELeeWG07BEdU/5J+Wn8DR1xnqfQ8TkgAAAAASUVORK5CYII=) and ![http://codeforces.com/predownloaded/98/54/985412cfe4e6f5903af3423665f72165faec5c31.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEUAAAANCAYAAAD/hqMoAAACp0lEQVR42tWW2W9MURzHZzozNajG0ilaS9VSYQShKJpaUo1aMtbGFrE3sUTCiwckGNsDCeFFeEBjDeJBSDx4ECKxvfh/fH/J5ybHmLk9d8xDfZNPcs/Muef+zu/8lhOLlafRYpFoLPh9OFRaQ8U1seIf7F0gpouEGMO4SVQVe6HKkzjzG8Qm0SNuOk6wj10WByMYa2uOEPX9UCdWiwdiZkSHtIgtYqHIiwMiJ7aL1zjqL51iczdCuC2WM98WbBbt4rOYyO9jxRcc5qs6DL0n7nrwQTwWS0XSY31z+DYxivEx8ZUIXyaeOfb/oaxoDWGeOCF6xSCckWIzfaKadczQn2IaYzN6a6mTcKLLnDnBE9vMfL5th7lYDAlZvxn7g6i8TrQlYVjB/FZs9tI6ccjZSEZ8FLucOcfFG8dIc+Bex0mVkm1uiXgr7pMeYU4PakaNeM/hllIHZcFL6x2nmFaKb2KKExV91JTA8HSpIuZosFhFzm/2YCPOt6LbyUnHPfcwS/ygwAY2ppz/q52o99Jasd8ZHyEq0owbcVLOSUmbv7sfx1iRPizOijMhnBYXxHdxhVrkI4vaWp6ttnwiymN0oHaeMzj8ZJGOWlL15HSgfeKp42mr5L9IlVrSzbrFQ9KoEurBOTWe85NEbp6Wbs3kBc9V2JdlbpeYI56ItnINnMRHciz4khxPkxJWPM9RoCshqxu3xPgI79iBXRTnxQYiIY/N3Ww+uGo0kI6PxMhyDEzS4izkZtNdntMNAo0Tr8TcCKEepiani0S99M0gyhOka5YUSRQU76uUhUw5BnZz6ZnM2Pr9OzHVmWOheYcW1xYb+MqQOh1EVGTtFJeIlixh3VXkfnBUrClyFxiIsrTfQ21sKWcBK7o7aNG9hHW8xIdSsf9HyaCb/gZgu2er8eGEQwAAAABJRU5ErkJggg==) are all equivalent. So we convert each of (*xi* ∨ *yi*) s into those two statements.

Now consider a graph with 2*n* vertices; For each of (*xi* ∨ *yi*) s

we add two directed edges

1. From ¬*xi* to *yi*
2. From ¬*yi* to *xi*

*f* is not *satisfiable* if both ¬*xi* and *xi* are in the same SCC (Strongly Connected Component) (Why?) Checking this can be done with a simple [Kosaraju's Algorithm](http://en.wikipedia.org/wiki/Kosaraju%27s_algorithm).

Assume that *f* is *satisfiable*. Now we want to give values to each variable in order to satisfy *f*. It can be done with a topological sort of vertices of the graph we made. If ¬*xi* is after *xi* in topological sort, *xi* should be **FALSE**. It should be **TRUE** otherwise.

Some problems:

* [SPOJ — BUGLIFE](http://www.spoj.com/problems/BUGLIFE/)
* [SPOJ — TORNJEVI](http://www.spoj.com/problems/TORNJEVI/)
* [UVa — Manhattan](http://uva.onlinejudge.org/index.php?option=onlinejudge&page=show_problem&problem=1260)
* [UVa — Wedding](http://uva.onlinejudge.org/index.php?option=onlinejudge&page=show_problem&problem=2269)
* [CF — The Road to Berland is Paved With Good Intentions](http://codeforces.com/problemset/problem/228/E)
* [CF — Ring Road 2](http://codeforces.com/problemset/problem/27/D)
* [CF — TROY Query](http://codeforces.com/gym/100570/problem/D)
* [CEOI — Birthday party](http://web.ics.upjs.sk/ceoi/documents/tasks/party-tsk.pdf) — [Solution](http://web.ics.upjs.sk/ceoi/documents/tasks/party-sol.pdf)

**CODE: //Solution of SPOJ BUGLIFE**

**#define lim 2005 //number of nodes(yes/no nodes)**

**//0 based**

**vector<int> adj[2\*lim]; //2\*lim for true and false argument(only adj should be cleared)**

**int col[2\*lim],low[2\*lim],tim[2\*lim],timer;**

**int group\_id[2\*lim],components;//components=number of components, group\_id = which node belongs to which node**

**bool ans[lim]; //boolean assignment ans**

**stack<int>S;**

**void scc(int u) {**

**int i,v,tem;**

**col[u]=1;**

**low[u]=tim[u]=timer++;**

**S.push(u);**

**for(int i=0; i<adj[u].size(); i++) {**

**v=adj[u][i];**

**if(col[v]==1)**

**low[u]=min(low[u],tim[v]);**

**else if(col[v]==0) {**

**scc(v);**

**low[u]=min(low[u],low[v]);**

**}**

**}**

**//SCC checking...**

**if(low[u]==tim[u]) {**

**do {**

**tem=S.top();**

**S.pop();**

**group\_id[tem]=components;**

**col[tem]=2; //Completed...**

**} while(tem!=u);**

**components++;**

**}**

**}**

**int TarjanSCC(int n) { //n=nodes (some change may be required here)**

**int i;**

**timer=components=0;**

**clr(col,0);**

**while(!S.empty()) S.pop();**

**for(int i=0; i<n; i++)**

**if(col[i]==0) scc(i);**

**return components;**

**}**

**//double nodes needed normally**

**bool TwoSAT(int n) { //n=nodes (some change may be required here)**

**TarjanSCC(n);**

**int i;**

**for(i=0; i<n; i+=2) {**

**if(group\_id[i]==group\_id[i+1])**

**return false;**

**if(group\_id[i]<group\_id[i+1]) //Checking who is lower in Topological sort**

**ans[i>>1]=true;**

**else ans[i>>1]=false;**

**}**

**return true;**

**}**

**void add(int ina,int inb) {**

**adj[ina].pb(inb);**

**}**

**int complement(int n) {**

**if(n%2) return n-1;**

**return n+1;**

**}**

**void initialize(int n) {**

**for(int i=0; i<n; i++)**

**adj[i].clear();**

**}**

**int main() {**

**int T;**

**scanf("%d", &T);**

**for (int caseNo = 0; caseNo < T; caseNo++) {**

**int N,M;**

**scanf("%d %d", &N, &M);**

**N <<= 1;**

**initialize(N+5);**

**while (M--) {**

**int b1, b2;**

**scanf("%d %d", &b1, &b2);**

**b1--, b2--;**

**b1<<=1; //! b1**

**b2<<=1; //! b2**

**adj[b1].push\_back(b2^1); //!b1 v b2**

**adj[b2].push\_back(b1^1); //!b2 v b1**

**/// As, its undirected graph**

**adj[b1^1].push\_back(b2);**

**adj[b2^1].push\_back(b1);**

**}**

**printf("Scenario #%d:\n", caseNo + 1);**

**if (!TwoSAT(N))**

**printf("Suspicious bugs found!\n");**

**else**

**printf("No suspicious bugs found!\n");**

**}**

**return 0;**

**}**